Security Policy Translation in Interface to Network Security Functions
draft-yang-i2nsf-security-policy-translation-00

Abstract

This document proposes a scheme of security policy translation (i.e., Security Policy Translator) in Interface to Network Security Functions (I2NSF) Framework. When I2NSF User delivers a high-level security policy for a security service, Security Policy Translator in Security Controller translates it into a low-level security policy for Network Security Functions (NSFs).
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1. Introduction

This document defines a scheme of a security policy translation in Interface to Network Security Functions (I2NSF) Framework [RFC8329]. First of all, this document explains the necessity of a security policy translator (shortly called policy translator) in the I2NSF framework.

The policy translator resides in Security Controller in the I2NSF framework and translates a high-level security policy to a low-level security policy for Network Security Functions (NSFs). A high-level policy is specified by I2NSF User in the I2NSF framework and is delivered to Security Controller via Consumer-Facing Interface [consumer-facing-inf-dm]. A low-level policy is translated by Policy Translator in Security Controller and is delivered to NSFs to execute the rules corresponding to the low-level policy via NSF-Facing Interface [nsf-facing-inf-dm].

2. Terminology

This document uses the terminology specified in [i2nsf-terminology] [RFC8329].

3. Necessity for Policy Translator

Security Controller acts as a coordinator between I2NSF User and NSFs. Also, Security Controller has capability information of NSFs that are registered via Registration Interface [registration-inf-dm] by Developer’s Management System [RFC8329].
As a coordinator, Security Controller needs to generate a low-level policy in the form of security rules intended by the high-level policy, which can be understood by the corresponding NSFs.

A high-level security policy is specified by RESTCONF/YANG [RFC8040][RFC6020], and a low-level security policy is specified by NETCONF/YANG [RFC6241][RFC6020]. The translation from a high-level security policy to the corresponding low-level security policy will be able to rapidly elevate I2NSF in real-world deployment. A rule in a high-level policy can include a broad target object, such as employees in a company for a security service (e.g., firewall and web filter). Such employees are from human resource (HR) department, software engineering department, and advertisement department. A keyword of employee needs to be mapped to these employees from various departments. This mapping needs to be handled by a policy translator in a flexible way while understanding the intention of a policy specification.

This document proposes an approach using Automata theory for the policy translation, such as deterministic finite automaton (DFA) and context-free grammar. Note that Automata theory is the foundation of programming languages and compilers. Thus, with this approach, I2NSF User can easily specify a high-level security policy that will be enforced into the corresponding NSFs with a compatible low-level security policy with the help of Policy Translator. Also, for easy management of Policy Translator, a modularized translator structure is proposed.

4. Design of Policy Translator

Commonly used security policies are created as xml files. A popular way to change the format of an xml file is to use an xslt document. However, the use of xslt makes it difficult to manage the policy translator and to handle the registration of new capabilities of NSFs. With the necessity for policy translator, this document a policy translator based on Automata.

4.1. Overall Structure of Policy Translator

Figure 1 shows the overall design for Policy Translator in Security Controller. There are three main parts for Policy Translator: Extractor, Capability Converter, and Policy Generator.

Extractor is a DFA-based tool for extracting data from a high-level policy which I2NSF User delivered via Consumer-Facing Interface. Data Converter converts the extracted data to the capabilities of target NSFs for a low-level policy. Policy Generator generates a
low-level policy which will execute the NSF capabilities from Converter.

Figure 1: The Overall Design of Policy Translator
4.2. DFA-based Data Extractor

Figure 2 shows a design for Data Extractor in the policy translator. If the high-level policy contains data along the hierarchical structure of the standard YANG data model, data can be easily extracted using the state transition machine, DFA.

The extracted data is processed and used by an NSF to understand it. Extractor can be constructed by designing a DFA with the same hierarchical structure as a YANG data model.

Since the translator is modularized into a DFA structure, a visual understanding is feasible. Also, the following structure of Extractor is easy to manage. If I2NSF User wants to modify the data model of a high-level policy, it only needs to change the connection of the relevant DFA node.

![Diagram of Data Extractor]

Figure 2: The Design of Data Extractor

4.3. Data Converter

Every NSF has its own unique capability. NSF registration is performed through Registration Interface, and the registration process is dedicated to Security Controller. Therefore, Security Controller already has all information about the capabilities of the NSFs. This means that Security Controller can find target NSFs with only the data of the high-level policy. Data Converter selects...
target NSFs and converts the extracted data into the capabilities of selected NSFs. This eliminates the need for I2NSF User to set the target NSFs one by one.

4.4. Context-free Grammar-based Policy Generator

The grammar that makes up the low-level security policy is categorized into two types, Structure Grammar and Content Grammar. Structure Grammar is for grouping other tags into a hierarchy. A security administrator called manager constructs Structure Grammar in the form of an expression as the following equation:

\[
\text{structure_grammar} \rightarrow \text{<structure_tag>}[\text{policy:1}][\text{policy:2}]...[\text{policy:n}]</\text{structure_tag}>
\]

Content Grammar is for injecting data into low-level policies to be generated. The manager can construct Content Grammar in the form of an expression as following equation:

\[
\text{content_grammar} \rightarrow \text{<content_tag>}[\text{content_data}]</\text{content_tag}>
\]

\[
\text{content_data} \rightarrow \text{data:1 | data:2 | ... | data:n}
\]

\[
\text{content_grammar} \rightarrow [\text{content_grammar}][\text{content_grammar}] \quad (\text{When duplication is allowed})
\]

5. Features of Policy Translator Design

First, by showing the visualized translator structure, the manager can handle various policy changes. Translator can be shown by visualizing DFA and Context-free Grammar so that the manager can easily understand the structure of Policy Translator.

Second, if I2NSF User only keeps the hierarchy of the data model, I2NSF User can freely create high-level policies. In the case of DFA, data extraction can be performed in the same way even if the order of input is changed. The design of the policy translator is more flexible than the existing method that works by keeping the tag ‘s position and order exactly.

Third, the structure of Policy Translator can be updated even while Policy Translator is operating. Because Policy Translator is modularized, the translator can adapt to changes in the NSF capability while the I2NSF framework is running. The function of changing the translator’s structure can be provided through Registration Interface.
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