1. Introduction

JSON Web Signature (JWS) uses JSON data structures and the Base64url encoding for representing content (either a payload or a key) in a compact manner.

The goal of JWSs is for the content to be compact, signed, and verified. To do so, the content is encoded, a signature is computed, and the encoded result and the signature are encoded again. The encoded result and the signature are then concatenated together.

2. Terminology

This section defines terminology used throughout this document.

3. JSON Web Signature (JWS) Overview

This section describes how JWSs are used in practice.

Appendix A.

This appendix provides additional information that may be helpful.

Appendix B.

This appendix contains additional technical background.

Appendix C.

This appendix contains implementation details.

Appendix D.

This appendix contains a list of private use names.

4. JWS Header

This section describes the JWS Header.

5. JWS Payload

This section describes the JWS Payload.

6. JWS Algorithm

This section describes the JWS Algorithm.

7. References

This section contains references to related standards and specifications.

Appendix A.1

This appendix contains additional information that may be helpful.

Appendix A.2

This appendix contains additional technical background.

Appendix A.3

This appendix contains implementation details.

Appendix A.4

This appendix contains a list of private use names.
This specification defines the use of ECDSA with the P-256 curve and the SHA-256 cryptographic hash function. The Elliptic Curve Digital Signature Algorithm (ECDSA) is a cryptographic algorithm that provides digital signatures for messages. Comparisons between JSON strings and other Unicode strings must be performed as a case-sensitive comparison of the UTF-8 representations of the strings.

To create a JWS, one MUST follow these steps:

1. Create a JSON object containing a set of desired header parameters and values. These parameters and values are the same as those used in a JWE but are used in a different structure. This JSON object is called the JWS Header, and is defined in Section 4.
2. Create a JSON object containing the signed contents of the JWS. This JSON object is called the JWS Payload, and is defined in Section 5.
3. Sign the JWS Payload using an appropriate algorithm. The signature is called the JWS Signature, and is defined in Section 6.
4. Join the JWS Header, a period ('.') character, and the JWS Signature to form a complete JWS. Three example JWSs using RSA with SHA-1, RSA with SHA-256, and ECDSA with SHA-256 are shown in Table 3.

The JWS Signature contains a base64url encoded HMAC, as defined in Section 3.4.2, or a base64url encoded RSASSA-PKCS1-v1_5 signature, as defined in Section 3.4.3, or a base64url encoded ECDSA signature, as defined in Section 3.4.4. The base64url encoding of an HMAC is generated as follows:

- Apply the HMAC SHA-256 algorithm to the UTF-8 representation of the JWS Signing Input.
- Base64url encode the previously generated HMAC, as defined in this specification.

The base64url encoding of a RSASSA-PKCS1-v1_5 signature is generated as follows:

- Generate a digital signature of the UTF-8 representation of the JWS Signing Input using RSASSA-PKCS1-V1_5-SIGN.
- Base64url encode the previously generated signature, as defined in this specification.
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- Generate a digital signature of the UTF-8 representation of the JWS Signing Input using RSASSA-PKCS1-V1_5-SIGN.
- Base64url encode the previously generated signature, as defined in this specification.
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If the length mod 4 is 3, one '=' padding character is added;

if the length mod 4 is 0, no padding characters are added.

Specifically, if the length mod 4 is 3, one '=' padding character is added; if the length mod 4 is 0, no padding characters are added.
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this example.
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