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1. Introduction

JSON Web Encryption (JWE) represents encrypted content using JavaScript Object Notation (JSON) [I-D.ietf-json-rfc4627bis] based data structures. The JWE cryptographic mechanisms encrypt and provide integrity protection for an arbitrary sequence of octets.

Two closely related serializations for JWE objects are defined. The JWE Compact Serialization is a compact, URL-safe representation intended for space constrained environments such as HTTP Authorization headers and URI query parameters. The JWE JSON Serialization represents JWE objects as JSON objects and enables the same content to be encrypted to multiple parties. Both share the same cryptographic underpinnings.

Cryptographic algorithms and identifiers for use with this specification are described in the separate JSON Web Algorithms (JWA) [JWA] specification and IANA registries defined by that specification. Related digital signature and MAC capabilities are described in the separate JSON Web Signature (JWS) [JWS] specification.

Names defined by this specification are short because a core goal is for the resulting representations to be compact.

1.1. Notational Conventions

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in Key words for use in RFCs to Indicate Requirement Levels [RFC2119]. If these words are used without being spelled in uppercase then they are to be interpreted with their normal natural language meanings.

BASE64URL(OCTETS) denotes the base64url encoding of OCTETS, per Section 2.

UTF8(STRING) denotes the octets of the UTF-8 [RFC3629] representation of STRING.

ASCII(STRING) denotes the octets of the ASCII [USASCII] representation of STRING.

The concatenation of two values A and B is denoted as A || B.

2. Terminology

These terms defined by the JSON Web Signature (JWS) [JWS] specification are incorporated into this specification: "JSON Web Signature (JWS)", "Base64url Encoding", "Collision-Resistant Name", and "StringOrURI".

These terms are defined for use by this specification:

**JSON Web Encryption (JWE)**
A data structure representing an encrypted and integrity protected message.

**Authenticated Encryption with Associated Data (AEAD)**
An AEAD algorithm is one that encrypts the Plaintext, allows Additional Authenticated Data to be specified, and provides an integrated content integrity check over the Ciphertext and Additional Authenticated Data. AEAD algorithms accept two inputs, the Plaintext and the Additional Authenticated Data value, and
produce two outputs, the Ciphertext and the Authentication Tag value. AES Galois/Counter Mode (GCM) is one such algorithm.

Plaintext
The sequence of octets to be encrypted -- a.k.a., the message. The plaintext can contain an arbitrary sequence of octets.

Ciphertext
An encrypted representation of the Plaintext.

Additional Authenticated Data (AAD)
An input to an AEAD operation that is integrity protected but not encrypted.

Authentication Tag
An output of an AEAD operation that ensures the integrity of the Ciphertext and the Additional Authenticated Data. Note that some algorithms may not use an Authentication Tag, in which case this value is the empty octet sequence.

Content Encryption Key (CEK)
A symmetric key for the AEAD algorithm used to encrypt the Plaintext for the recipient to produce the Ciphertext and the Authentication Tag.

JWE Header
JSON object containing the parameters describing the cryptographic operations and parameters employed. The JWE Header members are the union of the members of the JWE Protected Header, the JWE Shared Unprotected Header, and the JWE Per-Recipient Unprotected Header. The members of the JWE Header are Header Parameters.

JWE Encrypted Key
Encrypted Content Encryption Key (CEK) value. Note that for some algorithms, the JWE Encrypted Key value is specified as being the empty octet sequence.

JWE Initialization Vector
Initialization Vector value used when encrypting the plaintext. Note that some algorithms may not use an Initialization Vector, in which case this value is the empty octet sequence.

JWE AAD
Additional value to be integrity protected by the authenticated encryption operation. This can only be present when using the JWE JSON Serialization. (Note that this can also be achieved when using either serialization by including the AAD value as an integrity protected Header Parameter value, but at the cost of the value being double base64url encoded.)

JWE Ciphertext
Ciphertext value resulting from authenticated encryption of the plaintext with additional associated data.

JWE Authentication Tag
Authentication Tag value resulting from authenticated encryption of the plaintext with additional associated data.

Header Parameter
A name/value pair that is member of the JWE Header.

JWE Protected Header
JSON object that contains the JWE Header Parameters that are integrity protected by the authenticated encryption operation. These parameters apply to all recipients of the JWE. For the JWE Compact Serialization, this comprises the entire JWE Header. For the JWE JSON Serialization, this is one component of the JWE Header.

JWE Shared Unprotected Header
JSON object that contains the JWE Header Parameters that apply to all recipients of the JWE that are not integrity protected. This can only be present when using the JWE JSON Serialization.

JWE Per-Recipient Unprotected Header
JSON object that contains JWE Header Parameters that apply to a single recipient of the JWE. These Header Parameter values are not integrity protected. This can only be present when using the JWE JSON Serialization.

JWE Compact Serialization
A representation of the JWE as a compact, URL-safe string.

JWE JSON Serialization
A representation of the JWE as a JSON object. The JWE JSON Serialization enables the same content to be encrypted to multiple parties. This representation is neither optimized for compactness nor URL-safe.

Key Management Mode
A method of determining the Content Encryption Key (CEK) value to use. Each algorithm used for determining the CEK value uses a specific Key Management Mode. Key Management Modes employed by this specification are Key Encryption, Key Wrapping, Direct Key Agreement, Key Agreement with Key Wrapping, and
Direct Encryption.

Key Encryption
A Key Management Mode in which the Content Encryption Key (CEK) value is encrypted to the intended recipient using an asymmetric encryption algorithm.

Key Wrapping
A Key Management Mode in which the Content Encryption Key (CEK) value is encrypted to the intended recipient using a symmetric key wrapping algorithm.

Direct Key Agreement
A Key Management Mode in which a key agreement algorithm is used to agree upon the Content Encryption Key (CEK) value.

Key Agreement with Key Wrapping
A Key Management Mode in which a key agreement algorithm is used to agree upon a symmetric key used to encrypt the Content Encryption Key (CEK) value to the intended recipient using a symmetric key wrapping algorithm.

Direct Encryption
A Key Management Mode in which the Content Encryption Key (CEK) value used is the secret symmetric key value shared between the parties.

3. JSON Web Encryption (JWE) Overview

JWE represents encrypted content using JSON data structures and base64url encoding. A JWE represents these logical values:

- **JWE Header**: JSON object containing the parameters describing the cryptographic operations and parameters employed. The JWE Header members are the union of the members of the JWE Protected Header, the JWE Shared Unprotected Header, and the JWE Per-Recipient Unprotected Header, as described below.
- **JWE Encrypted Key**: Encrypted Content Encryption Key (CEK) value.
- **JWE Initialization Vector**: Initialization Vector value used when encrypting the plaintext.
- **JWE AAD**: Additional value to be integrity protected by the authenticated encryption operation.
- **JWE Ciphertext**: Ciphertext value resulting from authenticated encryption of the plaintext with additional associated data.
- **JWE Authentication Tag**: Authentication Tag value resulting from authenticated encryption of the plaintext with additional associated data.

The JWE Header represents the combination of these logical values:

- **JWE Protected Header**: JSON object that contains the JWE Header Parameters that are integrity protected by the authenticated encryption operation. These parameters apply to all recipients of the JWE.
- **JWE Shared Unprotected Header**: JSON object that contains the JWE Header Parameters that apply to all recipients of the JWE that are not integrity protected.
- **JWE Per-Recipient Unprotected Header**: JSON object that contains JWE Header Parameters that apply to a single recipient of the JWE. These Header Parameter values are not integrity protected.

This document defines two serializations for JWE objects: a compact, URL-safe serialization called the JWE Compact Serialization and a JSON serialization called the JWE JSON Serialization. In both serializations, the JWE Protected Header, JWE Encrypted Key, JWE Initialization Vector, JWE Ciphertext, and JWE Authentication Tag are base64url encoded for transmission, since JSON lacks a way to directly represent octet sequences. When present, the JWE AAD is also base64url encoded for transmission.

In the JWE Compact Serialization, no JWE Shared Unprotected Header or JWE Per-Recipient Unprotected Header are used. In this case, the JWE Header and the JWE Protected Header are the same.
In the JWE Compact Serialization, a JWE object is represented as the combination of these five string values,

- BASE64URL(UTF8(JWE Protected Header)),
- BASE64URL(JWE Encrypted Key),
- BASE64URL(JWE Initialization Vector),
- BASE64URL(JWE Ciphertext), and
- BASE64URL(JWE Authentication Tag),

concatenated in that order, with the five strings being separated by four period (\'.\') characters.

In the JWE JSON Serialization, one or more of the JWE Protected Header, JWE Shared Unprotected Header, and JWE Per-Recipient Unprotected Header MUST be present. In this case, the members of the JWE Header are the combination of the members of the JWE Protected Header, JWE Shared Unprotected Header, and JWE Per-Recipient Unprotected Header values that are present.

In the JWE JSON Serialization, a JWE object is represented as the combination of these eight values,

- BASE64URL(UTF8(JWE Protected Header)),
- JWE Shared Unprotected Header,
- JWE Per-Recipient Unprotected Header,
- BASE64URL(JWE Encrypted Key),
- BASE64URL(JWE Initialization Vector),
- BASE64URL(JWE Ciphertext),
- BASE64URL(JWE Authentication Tag), and
- BASE64URL(JWE AAD),

with the six base64url encoding result strings and the two unprotected JSON object values being represented as members within a JSON object. The inclusion of some of these values is OPTIONAL. The JWE JSON Serialization can also encrypt the plaintext to multiple recipients. See Section 7.2 for more information about the JWE JSON Serialization.

JWE utilizes authenticated encryption to ensure the confidentiality and integrity of the Plaintext and the integrity of the JWE Protected Header and the JWE AAD.

### 3.1. Example JWE

This example encrypts the plaintext "The true sign of intelligence is not knowledge but imagination." to the recipient using RSAES OAEP for key encryption and AES GCM for content encryption.

The following example JWE Protected Header declares that:

- the Content Encryption Key is encrypted to the recipient using the RSAES OAEP algorithm to produce the JWE Encrypted Key and
- the Plaintext is encrypted using the AES GCM algorithm with a 256 bit key to produce the Ciphertext.

```
{"alg":"RSA-OAEP", "enc":"A256GCM"}
```

Encoding this JWE Protected Header as BASE64URL(UTF8(JWE Protected Header)) gives this value:
The remaining steps to finish creating this JWE are:

- Generate a random Content Encryption Key (CEK).
- Encrypt the CEK with the recipient’s public key using the RSAES OAEP algorithm to produce the JWE Encrypted Key.
- Base64url encode the JWE Encrypted Key.
- Generate a random JWE Initialization Vector.
- Base64url encode the JWE Initialization Vector.
- Let the Additional Authenticated Data encryption parameter be ASCII(BASE64URL(UTF8(JWE Protected Header))).
- Encrypt the Plaintext with AES GCM using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value, requesting a 128 bit Authentication Tag output.
- Base64url encode the Ciphertext.
- Base64url encode the Authentication Tag.
- Assemble the final representation: The Compact Serialization of this result is the string BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag).

The final result in this example (with line breaks for display purposes only) is:

```
eyJhbGciOiJSU0EtT0FFUCIsImVuYyI6IkEyNTZHQ00ifQ.
OKOawDo13gRp2ojaHV7LfpZcgV7T6DVZKTyKOMTyUmKoTCHJRgckCL9kiMT03JgelpsEdY3mx_etlLbbWsrFr85kLzcSr4qKaq7YN7e9jwQRb23nfa6c9d-StIn3mGyFdb
SV04uVxIPz5m1gXkKK2Da14B8S4r2r1ltdYwam_grps15n2xAYpQdb7f6d1KLAV
mgfTWk5XxRfx23221-vDxRqNzO_tEETkZpVLzfiwQyeyPGLBO56Y37eOBv0j6e8
1860ppamavo35UgoRdYaBcoh9Qcfyl1Qr66oc6FWxRcZ_2T2LawWCWTY3br6Pi
6UK1fcpIMFtj71dGxKHzg.48V1_ALb6US04U3b.
5eym8TW_cBSuK0ItJ3rpYIz0eDQz7TAIVtu6UG9oMo4vpzs9tX_EFSwS81B7j6ji
SdIwKr3aJwQ2aBTQD_A.
XFBoMYUZoDet2dVTFvSKQ
```

See Appendix A.1 for the complete details of computing this JWE. See other parts of Appendix A for additional examples.

4. JWE Header

The members of the JSON object(s) representing the JWE Header describe the encryption applied to the Plaintext and optionally additional properties of the JWE. The Header Parameter names within the JWE Header MUST be unique; recipients MUST either reject JWEs with duplicate Header Parameter names or use a JSON parser that returns only the lexically last duplicate member name, as specified in Section 15.12 (The JSON Object) of ECMA-Script 5.1 [ECMAScript].

Implementations are required to understand the specific Header Parameters defined by this specification that are designated as "MUST be understood" and process them in the manner defined in this specification. All other Header Parameters defined by this specification that are not so designated MUST be ignored when not understood. Unless listed as a critical Header Parameter, per Section 4.1.12, all Header Parameters not defined by this specification MUST be ignored when not understood.

There are three classes of Header Parameter names: Registered Header Parameter names, Public Header Parameter names, and Private Header Parameter names.
4.1. Registered Header Parameter Names

The following Header Parameter names are registered in the IANA JSON Web Signature and Encryption Header Parameters registry defined in [JWS], with meanings as defined below.

As indicated by the common registry, JWSs and JWEs share a common Header Parameter space; when a parameter is used by both specifications, its usage must be compatible between the specifications.

4.1.1. "alg" (Algorithm) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the alg Header Parameter defined in Section 4.1.1 of [JWS], except that the Header Parameter identifies the cryptographic algorithm used to encrypt or determine the value of the Content Encryption Key (CEK). The encrypted content is not usable if the alg value does not represent a supported algorithm, or if the recipient does not have a key that can be used with that algorithm.

A list of defined alg values for this use can be found in the IANA JSON Web Signature and Encryption Algorithms registry defined in [JWA]; the initial contents of this registry are the values defined in Section 4.1 of the JSON Web Algorithms (JWA) [JWA] specification.

4.1.2. "enc" (Encryption Algorithm) Header Parameter

The enc (encryption algorithm) Header Parameter identifies the content encryption algorithm used to encrypt the Plaintext to produce the Ciphertext. This algorithm MUST be an AEAD algorithm with a specified key length. The recipient MUST reject the JWE if the enc value does not represent a supported algorithm. enc values should either be registered in the IANA JSON Web Signature and Encryption Algorithms registry defined in [JWA] or be a value that contains a Collision-Resistant Name. The enc value is a case-sensitive string containing a StringOrURI value. This Header Parameter MUST be present and MUST be understood and processed by implementations.

A list of defined enc values for this use can be found in the IANA JSON Web Signature and Encryption Algorithms registry defined in [JWA]; the initial contents of this registry are the values defined in Section 5.1 of the JSON Web Algorithms (JWA) [JWA] specification.

4.1.3. "zip" (Compression Algorithm) Header Parameter

The zip (compression algorithm) applied to the Plaintext before encryption, if any. The zip value defined by this specification is:

- DEF - Compression with the DEFLATE [RFC1951] algorithm

Other values MAY be used. Compression algorithm values can be registered in the IANA JSON Web Encryption Compression Algorithm registry defined in [JWA]. The zip value is a case-sensitive string. If no zip parameter is present, no compression is applied to the Plaintext before encryption. This Header Parameter MUST be integrity protected, and therefore MUST occur only within the JWE Protected Header, when used. Use of this Header Parameter is OPTIONAL. This Header Parameter MUST be understood and processed by implementations.

4.1.4. "jku" (JWK Set URL) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the jku Header Parameter defined in Section 4.1.2 of [JWS], except that the JWK Set resource contains the
public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE.

### 4.1.5. "jwk" (JSON Web Key) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the jwk Header Parameter defined in Section 4.1.3 of [JWS], except that the key is the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE.

### 4.1.6. "kid" (Key ID) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the kid Header Parameter defined in Section 4.1.4 of [JWS], except that the key hint references the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. This parameter allows originators to explicitly signal a change of key to JWE recipients.

### 4.1.7. "x5u" (X.509 URL) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the x5u Header Parameter defined in Section 4.1.5 of [JWS], except that the X.509 public key certificate or certificate chain [RFC5280] contains the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE.

### 4.1.8. "x5c" (X.509 Certificate Chain) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the x5c Header Parameter defined in Section 4.1.6 of [JWS], except that the X.509 public key certificate or certificate chain [RFC5280] contains the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE.

See Appendix B of [JWS] for an example x5c value.

### 4.1.9. "x5t" (X.509 Certificate SHA-1 Thumbprint) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the x5t Header Parameter defined in Section 4.1.7 of [JWS], except that certificate referenced by the thumbprint contains the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE.

### 4.1.10. "typ" (Type) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the typ Header Parameter defined in Section 4.1.8 of [JWS], except that the type is of this complete JWE object.

### 4.1.11. "cty" (Content Type) Header Parameter
This parameter has the same meaning, syntax, and processing rules as the \texttt{cty} Header Parameter defined in Section 4.1.9 of \cite{JWS}, except that the type is of the secured content (the payload).

4.1.12. "crit" (Critical) Header Parameter

This parameter has the same meaning, syntax, and processing rules as the \texttt{crit} Header Parameter defined in Section 4.1.10 of \cite{JWS}, except that JWE Header Parameters are being referred to, rather than JWS Header Parameters.

4.2. Public Header Parameter Names

Additional Header Parameter names can be defined by those using JWEs. However, in order to prevent collisions, any new Header Parameter name should either be registered in the IANA JSON Web Signature and Encryption Header Parameters registry defined in \cite{JWS} or be a Public Name: a value that contains a Collision-Resistant Name. In each case, the definer of the name or value needs to take reasonable precautions to make sure they are in control of the part of the namespace they use to define the Header Parameter name.

New Header Parameters should be introduced sparingly, as they can result in non-interoperable JWEs.

4.3. Private Header Parameter Names

A producer and consumer of a JWE may agree to use Header Parameter names that are Private Names: names that are not Registered Header Parameter names Section 4.1 or Public Header Parameter names Section 4.2. Unlike Public Header Parameter names, Private Header Parameter names are subject to collision and should be used with caution.

5. Producing and Consuming JWEs

5.1. Message Encryption

The message encryption process is as follows. The order of the steps is not significant in cases where there are no dependencies between the inputs and outputs of the steps.

1. Determine the Key Management Mode employed by the algorithm used to determine the Content Encryption Key (CEK) value. (This is the algorithm recorded in the \texttt{alg} (algorithm) Header Parameter of the resulting JWE.)
2. When Key Wrapping, Key Encryption, or Key Agreement with Key Wrapping are employed, generate a random Content Encryption Key (CEK) value. See RFC 4086 [RFC4086] for considerations on generating random values. The CEK MUST have a length equal to that required for the content encryption algorithm.
3. When Direct Key Agreement or Key Agreement with Key Wrapping are employed, use the key agreement algorithm to compute the value of the agreed upon key. When Direct Key Agreement is employed, let the Content Encryption Key (CEK) be the agreed upon key. When Key Agreement with Key Wrapping is employed, the agreed upon key will be used to wrap the CEK.
4. When Key Wrapping, Key Encryption, or Key Agreement with Key Wrapping are employed, encrypt the CEK to the recipient and let the result be the JWE Encrypted Key.
5. When Direct Key Agreement or Direct Encryption are employed, let the JWE Encrypted Key be the empty octet sequence.
When Direct Encryption is employed, let the Content Encryption Key (CEK) be the shared symmetric key.

If the JWE JSON Serialization is being used, repeat this process (steps 1-7) for each recipient.

Generate a random JWE Initialization Vector of the correct size for the content encryption algorithm (if required for the algorithm); otherwise, let the JWE Initialization Vector be the empty octet sequence.

Compute the encoded initialization vector value BASE64URL(JWE Initialization Vector).

If a zip parameter was included, compress the Plaintext using the specified compression algorithm.

Serialize the (compressed) Plaintext into an octet sequence M.

Create the JSON object(s) containing the desired set of Header Parameters, which together comprise the JWE Header: the JWE Protected Header, and if the JWE JSON Serialization is being used, the JWE Shared Unprotected Header and the JWE Per-Recipient Unprotected Header.

Compute the Encoded Protected Header value BASE64URL(UTF8(JWE Protected Header)). If the JWE Protected Header is not present (which can only happen when using the JWE JSON Serialization and no protected member is present), let this value be the empty string.

Let the Additional Authenticated Data encryption parameter be ASCII(Encoded Protected Header). However if a JWE AAD value is present (which can only be the case when using the JWE JSON Serialization), instead let the Additional Authenticated Data encryption parameter be ASCII(Encoded Protected Header || '.' || BASE64URL(JWE AAD)).

Encrypt M using the CEK, the JWE Initialization Vector, and the Additional Authenticated Data value using the specified content encryption algorithm to create the JWE Ciphertext value and the JWE Authentication Tag (which is the Authentication Tag output from the encryption operation).

Compute the encoded ciphertext value BASE64URL(JWE Ciphertext).

Compute the encoded authentication tag value BASE64URL(JWE Authentication Tag).

The five encoded values are used in both the JWE Compact Serialization and the JWE JSON Serialization representations.

If a JWE AAD value is present, compute the encoded AAD value BASE64URL(JWE AAD).

Create the desired serialized output. The Compact Serialization of this result is the string BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag). The JWE JSON Serialization is described in Section 7.2.

5.2. Message Decryption

The message decryption process is the reverse of the encryption process. The order of the steps is not significant in cases where there are no dependencies between the inputs and outputs of the steps. If any of these steps fails, the encrypted content cannot be validated.

It is an application decision which recipients' encrypted content must successfully validate for the JWE to be accepted. In some cases, encrypted content for all recipients must successfully validate or the JWE will be rejected. In other cases, only the encrypted content for a single recipient needs to be successfully validated. However, in all cases, the encrypted content for at least one recipient MUST successfully validate or the JWE MUST be rejected.

Parse the JWE representation to extract the serialized values for the components of the JWE - when using the JWE Compact Serialization, the base64url encoded representations of the JWE Protected Header, the JWE Encrypted Key, the JWE Initialization Vector, the JWE Ciphertext, and the JWE Authentication Tag, and when using the JWE JSON Serialization, also the base64url encoded representation of the JWE AAD and the unencoded JWE Shared Unprotected Header and JWE Per-Recipient Unprotected Header values. When using the JWE Compact Serialization, the JWE Protected Header, the JWE Encrypted Key, the JWE Initialization Vector, the JWE Ciphertext, and the JWE Authentication Tag are represented as base64url encoded values in that order, separated by four period.
If all the previous steps succeeded, output the resulting Plaintext.
5.3. String Comparison Rules

The string comparison rules for this specification are the same as those defined in Section 5.3 of [JWS].

6. Key Identification

The key identification methods for this specification are the same as those defined in Section 6 of [JWS], except that the key being identified is the public key to which the JWE was encrypted.

7. Serializations

JWE objects use one of two serializations, the JWE Compact Serialization or the JWE JSON Serialization. Applications using this specification need to specify what serialization and serialization features are used for that application. For instance, applications might specify that only the JWE JSON Serialization is used, that only JWE JSON Serialization support for a single recipient is used, or that support for multiple recipients is used. JWE implementations only need to implement the features needed for the applications they are designed to support.

7.1. JWE Compact Serialization

The JWE Compact Serialization represents encrypted content as a compact URL-safe string. This string is BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag). Only one recipient is supported by the JWE Compact Serialization and it provides no syntax to represent JWE Shared Unprotected Header, JWE Per-Recipient Unprotected Header, or JWE AAD values.

7.2. JWE JSON Serialization

The JWE JSON Serialization represents encrypted content as a JSON object. Content using the JWE JSON Serialization can be encrypted to more than one recipient. This representation is not optimized for compactness nor URL-safe.

The following members are defined for use in top-level JSON objects used for the JWE JSON Serialization:

protected

The protected member MUST be present and contain the value BASE64URL(UTF8(JWE Protected Header)) when the JWE Protected Header value is non-empty; otherwise, it MUST be absent. These Header Parameter values are integrity protected.

unprotected

The unprotected member MUST be present and contain the value JWE Shared Unprotected Header when the JWE Shared Unprotected Header value is non-empty; otherwise, it MUST be absent. This value is represented as an unencoded JSON object, rather than as a string. These Header Parameter values are not integrity protected.

iv

The iv member MUST be present and contain the value BASE64URL(JWE Initialization Vector) when the JWE Initialization Vector value is non-empty; otherwise, it MUST be absent.
aad

The `aad` member MUST be present and contain the value `BASE64URL(JWE AAD)` when the JWE AAD value is non-empty; otherwise, it MUST be absent. A JWE AAD value can be included to supply a base64url encoded value to be integrity protected but not encrypted.

ciphertext

The `ciphertext` member MUST be present and contain the value `BASE64URL(JWE Ciphertext)`.

tag

The `tag` member MUST be present and contain the value `BASE64URL(JWE Authentication Tag)` when the JWE Authentication Tag value is non-empty; otherwise, it MUST be absent.

recipients

The `recipients` member value MUST be an array of JSON objects. Each object contains information specific to a single recipient. This member MUST be present, even if the array elements contain only the empty JSON object `{}` (which can happen when all Header Parameter values are shared between all recipients and when no encrypted key is used, such as when doing Direct Encryption).

The following members are defined for use in the JSON objects that are elements of the `recipients` array:

header

The `header` member MUST be present and contain the value JWE Per-Recipient Unprotected Header when the JWE Per-Recipient Unprotected Header value is non-empty; otherwise, it MUST be absent. This value is represented as an unencoded JSON object, rather than as a string. These Header Parameter values are not integrity protected.

encrypted_key

The `encrypted_key` member MUST be present and contain the value `BASE64URL(JWE Encrypted Key)` when the JWE Encrypted Key value is non-empty; otherwise, it MUST be absent.

At least one of the `header`, `protected`, and `unprotected` members MUST be present so that `alg` and `enc` Header Parameter values are conveyed for each recipient computation.

Additional members can be present in both the JSON objects defined above; if not understood by implementations encountering them, they MUST be ignored.

Some Header Parameters, including the `alg` parameter, can be shared among all recipient computations. Header Parameters in the JWE Protected Header and JWE Shared Unprotected Header values are shared among all recipients.

The Header Parameter values used when creating or validating per-recipient Ciphertext and Authentication Tag values are the union of the three sets of Header Parameter values that may be present: (1) the JWE Protected Header represented in the `protected` member, (2) the JWE Shared Unprotected Header represented in the `unprotected` member, and (3) the JWE Per-Recipient Unprotected Header represented in the `header` member of the recipient's array element. The union of these sets of Header Parameters comprises the JWE Header. The Header Parameter names in the three locations MUST be disjoint.

Each JWE Encrypted Key value is computed using the parameters of the corresponding JWE Header value in the same manner as for the JWE Compact Serialization. This has the desirable property that each JWE Encrypted Key value in the `recipients` array is identical to the value that would have been computed for the same parameter in the JWE Compact Serialization. Likewise, the JWE Ciphertext and JWE Authentication Tag values match those produced for the JWE Compact Serialization, provided that the JWE Protected Header value (which represents the integrity-protected Header Parameter values) matches that used in the JWE Compact Serialization.

All recipients use the same JWE Protected Header, JWE Initialization Vector, JWE Ciphertext, and JWE Authentication Tag values, when present, resulting in potentially significant space savings if the message is large. Therefore, all Header Parameters that specify the treatment of the Plaintext value MUST be the same for all recipients. This primarily means that the `enc` (encryption algorithm) Header Parameter value in the JWE Header for each recipient and any parameters of that algorithm MUST be the same.
In summary, the syntax of a JWE using the JWE JSON Serialization is as follows:

```
{"protected":"<integrity-protected shared header contents>",
 "unprotected":"<non-integrity-protected shared header contents>,
 "recipients":[
  {"header":"<per-recipient unprotected header 1 contents>,
   "encrypted_key":"<encrypted key 1 contents>"},
  ...
  {"header":"<per-recipient unprotected header N contents>,
   "encrypted_key":"<encrypted key N contents>"}],
 "aad":"<additional authenticated data contents>",
 "iv":"<initialization vector contents>",
 "ciphertext":"<ciphertext contents>",
 "tag":"<authentication tag contents>"}
```

See Appendix A.4 for an example of computing a JWE using the JWE JSON Serialization.

8. TLS Requirements

The TLS requirements for this specification are the same as those defined in Section 8 of [JWS].

9. Distinguishing between JWS and JWE Objects

There are several ways of distinguishing whether an object is a JWS or JWE object. All these methods will yield the same result for all legal input values; they may yield different results for malformed inputs.

- If the object is using the JWS Compact Serialization or the JWE Compact Serialization, the number of base64url encoded segments separated by period ('.') characters differs for JWSs and JWEs. JWSs have three segments separated by two period ('.') characters. JWEs have five segments separated by four period ('.') characters.
- If the object is using the JWS JSON Serialization or the JWE JSON Serialization, the members used will be different. JWSs have a signatures member and JWEs do not. JWEs have a recipients member and JWSs do not.
- A JWS Header can be distinguished from a JWE header by examining the alg (algorithm) Header Parameter value. If the value represents a digital signature or MAC algorithm, or is the value none, it is for a JWS; if it represents a Key Encryption, Key Wrapping, Direct Key Agreement, Key Agreement with Key Wrapping, or Direct Encryption algorithm, it is for a JWE. (Extracting the alg value to examine is straightforward when using the JWS Compact Serialization or the JWE Compact Serialization and may be more difficult when using the JWS JSON Serialization or the JWE JSON Serialization.)
- A JWS Header can also be distinguished from a JWE header by determining whether an enc (encryption algorithm) member exists. If the enc member exists, it is a JWE; otherwise, it is a JWS.

10. IANA Considerations

10.1. JSON Web Signature and Encryption Header Parameters Registration

This specification registers the Header Parameter names defined in Section 4.1 in the IANA
10.1.1. Registry Contents

- **Header Parameter Name:** `alg
  - Header Parameter Description: Algorithm
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.1 of [[this document]]

- **Header Parameter Name:** `enc
  - Header Parameter Description: Encryption Algorithm
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.2 of [[this document]]

- **Header Parameter Name:** `zip
  - Header Parameter Description: Compression Algorithm
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.3 of [[this document]]

- **Header Parameter Name:** `jku
  - Header Parameter Description: JWK Set URL
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.4 of [[this document]]

- **Header Parameter Name:** `jwk
  - Header Parameter Description: JSON Web Key
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification document(s): Section 4.1.5 of [[this document]]

- **Header Parameter Name:** `kid
  - Header Parameter Description: Key ID
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.6 of [[this document]]

- **Header Parameter Name:** `x5u
  - Header Parameter Description: X.509 URL
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.7 of [[this document]]

- **Header Parameter Name:** `x5c
  - Header Parameter Description: X.509 Certificate Chain
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.8 of [[this document]]

- **Header Parameter Name:** `x5t
  - Header Parameter Description: X.509 Certificate SHA-1 Thumbprint
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.9 of [[this document]]

- **Header Parameter Name:** `typ
  - Header Parameter Description: Type
  - Header Parameter Usage Location(s): JWE
  - Change Controller: IESG
  - Specification Document(s): Section 4.1.10 of [[this document]]

- **Header Parameter Name:** `cty
11. Security Considerations

All of the security issues faced by any cryptographic application must be faced by a JWS/JWE/JWK agent. Among these issues are protecting the user's private and symmetric keys, preventing various attacks, and helping the user avoid mistakes such as inadvertently encrypting a message for the wrong recipient. The entire list of security considerations is beyond the scope of this document.

All the security considerations in the JWS specification also apply to this specification. Likewise, all the security considerations in XML Encryption 1.1 [W3C.CR-xmlenc-core1-20120313] also apply, other than those that are XML specific.

When decrypting, particular care must be taken not to allow the JWE recipient to be used as an oracle for decrypting messages. RFC 3218 [RFC3218] should be consulted for specific countermeasures to attacks on RSAES-PKCS1-V1_5. An attacker might modify the contents of the alg parameter from RSA-OAEP to RSA1_5 in order to generate a formatting error that can be detected and used to recover the CEK even if RSAES OAEP was used to encrypt the CEK. It is therefore particularly important to report all formatting errors to the CEK, Additional Authenticated Data, or ciphertext as a single error when the encrypted content is rejected.

Additionally, this type of attack can be prevented by the use of "key tainting". This method restricts the use of a key to a limited set of algorithms -- usually one. This means, for instance, that if the key is marked as being for RSA-OAEP only, any attempt to decrypt a message using the RSA1_5 algorithm with that key would fail immediately due to invalid use of the key.

12. References

12.1. Normative References

- **[JWK]** Jones, M., "JSON Web Key (JWK)," draft-ietf-jose-json-web-key (work in progress), February 2014 (HTML).
- **[JWS]** Jones, M., Bradley, J., and N. Sakimura, "JSON Web Signature (JWS)," draft-ietf-jose-json-web-signature (work in progress), February 2014 (HTML).
12.2. Informative References


Appendix A. JWE Examples

This section provides examples of JWE computations.

A.1. Example JWE using RSAES OAEP and AES GCM

This example encrypts the plaintext "The true sign of intelligence is not knowledge but imagination." to the recipient using RSAES OAEP for key encryption and AES GCM for content encryption. The representation of this plaintext is:


A.1.1. JWE Header

The following example JWE Protected Header declares that:

- the Content Encryption Key is encrypted to the recipient using the RSAES OAEP algorithm to produce the JWE Encrypted Key and
- the Plaintext is encrypted using the AES GCM algorithm with a 256 bit key to produce the Ciphertext.

{"alg":"RSA-OAEP","enc":"A256GCM"}

Encoding this JWE Protected Header as BASE64URL(UTF8(JWE Protected Header)) gives this value:

eyJhbGciOiJSU0EtT0FFUCIsImVuYyI6IkEyNTZHQ00ifQ

A.1.2. Content Encryption Key (CEK)

Generate a 256 bit random Content Encryption Key (CEK). In this example, the value is:

[177, 161, 244, 84, 143, 225, 115, 63, 180, 3, 255, 107, 154, 212, 246, 138, 7, 110, 91, 112, 46, 34, 105, 47, 130, 203, 46, 122, 234, 64, 252]
### A.1.3. Key Encryption

Encrypt the CEK with the recipient's public key using the RSAES OAEP algorithm to produce the JWE Encrypted Key. This example uses the RSA key represented in JSON Web Key [JWK] format below (with line breaks for display purposes only):

```json
decrypt {"kty":"RSA","n":"oahUIoWw0K0usKNuOR6H4wkf4oBUHxTOrvgb48EBVvxeDNjbc4he8rUWcJoZmds2h7M0imEvHRU5dijINxq114DFqC11Gdjt9L6wNDw92Krfs3psk_ZkoFniiak6YGwTwp23ueSH-PFABNlUYp0IN15dsQrkgv0vExhn921ia2b0enSelYaxzi1K7UwrrXExv6kcStwXTq4h-QChLo1n8_mtuZwfsRaMsTp6mS6RXgxnwW homo637uEQue6C-FCMfraw36C9knDFGKsNa7LZKdjYgYd3Jr_MB_4NUJW_Tq0Q01whYxevvoJArml-5SLStowjy2-ybG6w", "e":"AQAB","d":"kLdtJ6GbdAs_pcSTCQy6e16ntt1k0iyPzMrXHei-yk1F7-kpDxY4-WY5N W55KntaEexX1sJ8E2357xhWMHxyyjYecPTf9fwR_M9gV8n9hrr2anT9D9 39t62ypW3y9s2Bz8nTrnyU1iwW9gBKREYy46qAZlr2A2xAm9j27utR69ghk qdp0Vqj3kb5rz1xyfcSc6-LehBwtxH1y8hR1py40p24moAbgPw63xrvrTv 3vTu4eW0Jk30z1puf-KTV12Ptgmd-ARxTETE-i-d-403r6-K-VFs3VSnd VTIznSxysyrj8i1L6MG_Uv08YAU7VILSB310w085-4qE3DzgrTjgyQ"
}
```

The resulting JWE Encrypted Key value is:

```
```

Encoding this JWE Encrypted Key as BASE64URL(JWE Encrypted Key) gives this value (with line breaks for display purposes only):

```
OKOawDo13gRp2ojaHV7LfpZcgvV77TDVZKTyKOMTYUUmKoTCVJRgckCL9kiMT03Ge ipesEdY3mx_etLlbWsrFr85KLzCsr4qkaq7YN7e9jwQRb23nfa6c9-d-Stn1m6yFDb SvO4uVuxIrp5zms1gNxkk2Fa148B4sr2rVrLttdYwam_1Dp5xNzAYp0b75fD4KvA m9gFw7XWxrvx2321i-VdxRfqnzO_LEKzvpVLzfWQyeypGLB1056Y3e0bvdV0je8 1860pomavos3Ug0dRdYaBCoh9Qcfy1Qr660c6vFWXRcZ_2T2LawVCWT1y3brGPl 6UklCpIMfIfj7IdGxKH2g
```

### A.1.4. Initialization Vector

Generate a random 96 bit JWE Initialization Vector. In this example, the value is:

```
[227, 197, 117, 252, 2, 219, 233, 68, 180, 225, 77, 219]
```

Encoding this JWE Initialization Vector as BASE64URL(JWE Initialization Vector) gives this value:

```
48V1_ALb6US04U3b
```
A.1.5. Additional Authenticated Data

Let the Additional Authenticated Data encryption parameter be ASCII(BASE64URL(UTF8(JWE Protected Header))). This value is:

\[[101, 121, 74, 104, 98, 71, 99, 105, 79, 105, 74, 83, 85, 48, 69, 116, 84, 48, 70, 70, 85, 67, 73, 115, 73, 109, 86, 117, 89, 121, 73, 54, 73, 107, 69, 121, 78, 84, 90, 72, 81, 48, 48, 105, 102, 81]\]

A.1.6. Content Encryption

Encrypt the Plaintext with AES GCM using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above, requesting a 128 bit Authentication Tag output. The resulting Ciphertext is:


The resulting Authentication Tag value is:

\[[92, 80, 104, 49, 133, 25, 161, 215, 173, 101, 219, 211, 136, 91, 210, 145]\]

Encoding this JWE Ciphertext as BASE64URL(JWE Ciphertext) gives this value (with line breaks for display purposes only):

\[5eym8Tw_c8SuK0ltJ3rpYIz0eDQz7TALvtu6UG9oMo4vpzs9tX_EFSnS81B7j6jiSdiwkr3ajwQzaBtQD_A\]

Encoding this JWE Authentication Tag as BASE64URL(JWE Authentication Tag) gives this value:

\[XFB0MYUZodetZdvTiFvSkQ\]

A.1.7. Complete Representation

Assemble the final representation: The Compact Serialization of this result is the string BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag).

The final result in this example (with line breaks for display purposes only) is:

\[eyJhbGciOiJSU0EtT0FFUCIsImVuYyI6IkEyNTZHQ00ifQ.0K0awDo13QpRzjahV7LfZcgV776DV2KTyKOMTYUmKoTCVJRgcckCL9kiMT03JGepsEdy3mx_etLbbWszFr05kLzcSr4qKAg27yNe9jwQrbd23nfa6c9d-DtIndMgyFDbSv04uVxu15PzmlQxNKK2Da148BS4rzVRLtdYwam_1Dp5XnZAYpQdb76FdIKLaVmqgfwX7WxRv23221-VdXrFq7Nzo_tETKzpoVLzfiwQqeyyPLBG056YJ7eObsdV0je81860papavo35UgoRdbYaBcoh9QcfylQr66oc6FWXRcK_ZT2LaWVCWTIy3brGPi6UK1fCpmfIj7ifGdXKHfz.48V_ALb6USO4U3b.5eym8Tw_c8SuK0ltJ3rpYIz0eDQz7TALvtu6UG9oMo4vpzs9tX_EFSnS81B7j6jiSdiwkr3ajwQzaBtQD_A.XFB0MYUZodetZdvTiFvSkQ\]
A.1.8. Validation

This example illustrates the process of creating a JWE with RSAES OAEP for key encryption and AES GCM for content encryption. These results can be used to validate JWE decryption implementations for these algorithms. Note that since the RSAES OAEP computation includes random values, the encryption results above will not be completely reproducible. However, since the AES GCM computation is deterministic, the JWE Encrypted Ciphertext values will be the same for all encryptions performed using these inputs.

A.2. Example JWE using RSAES-PKCS1-V1_5 and AES_128_CBC_HMAC_SHA_256

This example encrypts the plaintext "Live long and prosper." to the recipient using RSAES-PKCS1-V1_5 for key encryption and AES_128_CBC_HMAC_SHA_256 for content encryption. The representation of this plaintext is:


A.2.1. JWE Header

The following example JWE Protected Header declares that:

- the Content Encryption Key is encrypted to the recipient using the RSAES-PKCS1-V1_5 algorithm to produce the JWE Encrypted Key and
- the Plaintext is encrypted using the AES_128_CBC_HMAC_SHA_256 algorithm to produce the Ciphertext.

```json
{"alg":"RSA1_5","enc":"A128CBC-HS256"}
```

Encoding this JWE Protected Header as BASE64URL(UTF8(JWE Protected Header)) gives this value:

```
eyJhbGciOiJSU0ExXzUiLCJlbmMiOiJBMTI4Q0JDLUhTMjU2In0
```

A.2.2. Content Encryption Key (CEK)

Generate a 256 bit random Content Encryption Key (CEK). In this example, the key value is:

$$[4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206, 107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207]$$

A.2.3. Key Encryption

Encrypt the CEK with the recipient's public key using the RSAES-PKCS1-V1_5 algorithm to produce the JWE Encrypted Key. This example uses the RSA key represented in JSON Web Key [JWK] format below (with line breaks for display purposes only):

```json
{"kty":"RSA","n":"sXchDaQebHnIgvyDOAT4sa6EUetSyo9MKL0oWFsueri23b0dgwp4Dy1WlUzewbq8Hod5pcMO9H9S5GQRV3JXboIRROSbigeC5yjiUihGzHHyXss8UDPJr
```

```json
bAyuXknTcQkhs1ANGRUIzdT9Q5qTRsLAt6BTYuYVRd58exSZEy_c4gs_7svl1JQ4H9_NxsiIoLwAEK7-Q3UXERYyW_75lDrG8A4-1A_-Ct4eTIXHBIY2EaV7t7LjJaynVJcPkv4LkJTTAum1GUiUqhrNhZLuF_RJLqHpM2kgWFLU
```
The resulting JWE Encrypted Key value is:

```
```

Encoding this JWE Encrypted Key as BASE64URL(JWE Encrypted Key) gives this value (with line breaks for display purposes only):

```
UGhIOguC7IuEvf_NPVaXsGMoLOmvvc1GyqlIKOK1nN94nPoltGRhWhw7Zx9-kFm1Njn8E898SH5h9_18dJ9P5HZZyNyFQy2xG5dULU7hsHNF6Gp2vPLgNZ_deLKxGHZ7PcHALUzo0egeI-8E66jX2E4y3JkK-vYxZ2IIrRc5H1rRibe6Y5Cl_p-k03YykysZIFNPccxrU7qev1YFqxb21W9k7qa2Mq259g80tv21Ve1prCbuPhC0dZ6XD0P_F8rXds2vE4X-ncoI60hAYH912MN0mcK1jRaeR0-D-ljQTP-cFPgwP6X-nZZd90HBv-B3oWh2TbqmScqCMR4gpn_A
```

A.2.4. Initialization Vector

Generate a random 128 bit JWE Initialization Vector. In this example, the value is:

```
```

Encoding this JWE Initialization Vector as BASE64URL(JWE Initialization Vector) gives this value:

```
Axy8DcTdaGl5bGljb3RoZQ
```

A.2.5. Additional Authenticated Data

Let the Additional Authenticated Data encryption parameter be ASCII(BASE64URL.UTF8(JWE Protected Header)). This value is:

```
```

A.2.6. Content Encryption
Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from Appendix A.3 are detailed in Appendix B. The resulting Ciphertext is:

```
```

The resulting Authentication Tag value is:

```
[246, 17, 244, 190, 4, 95, 98, 3, 231, 0, 115, 157, 242, 203, 100, 191]
```

Encoding this JWE Ciphertext as BASE64URL(JWE Ciphertext) gives this value:

```
KDlTtXchhZTGuMyM0YGS4HffxPSUrfmqCHXaI9wOGY
```

Encoding this JWE Authentication Tag as BASE64URL(JWE Authentication Tag) gives this value:

```
9hH0vgRfYgPnAH0d8stkvw
```

A.2.7. Complete Representation

Assemble the final representation: The Compact Serialization of this result is the string BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag).

The final result in this example (with line breaks for display purposes only) is:

```
eyJhbGciOiJSU0ExXzUiLCJlbmMiOiJBMTI4Q0JDLUhTMjU2In0.UGhIOguC7IuEvf_NPVaXS0mL0mwvc16yqi1K0K1nN94nHPOl7GRhWhw7Zx0-kFm1JNj8L0E9XShH5ZyNfGy2x6dULU7sHNFgSvPbgNZ__dBLxvGH7PcHALUzo0eqEI-8e668X24y2JKX-YxzZIItRzC5h1Rirb6Y5Cl_p-k03YvkksZIFNPccRUVrYqbb2Yw8kZga2rMW15n80tvzlV7e1prCbuPnccDz6XDP0_F8rkdso2E4X-nc01M8hAYHHi29NX0mCkiRaD0-D-ljQTP-cFPgwCp6X-nZZd90HBv-Bo3Wh2TbqmcxM4Rgp_A.
Axy8DcTaGl5bGlb3RoQZ.
KDlTtXchhZTGuMyM0YGS4HffxPSUrfmqCHXaI9wOGY.
```

A.2.8. Validation

This example illustrates the process of creating a JWE with RSAES-PKCS1-V1_5 for key encryption and AES_CBC_HMAC_SHA2 for content encryption. These results can be used to validate JWE decryption implementations for these algorithms. Note that since the RSAES-PKCS1-V1_5 computation includes random values, the encryption results above will not be completely reproducible. However, since the AES CBC computation is deterministic, the JWE Encrypted Ciphertext values will be the same for all encryptions performed using these inputs.

A.3. Example JWE using AES Key Wrap and AES_128_CBC_HMAC_SHA_256

This example encrypts the plaintext "Live long and prosper." to the recipient using AES Key Wrap for key encryption and AES GCM for content encryption. The representation of this plaintext is:
A.3.1. JWE Header

The following example JWE Protected Header declares that:
- the Content Encryption Key is encrypted to the recipient using the AES Key Wrap algorithm with a 128 bit key to produce the JWE Encrypted Key and
- the Plaintext is encrypted using the AES_128_CBC_HMAC_SHA_256 algorithm to produce the Ciphertext.

```
{"alg":"A128KW","enc":"A128CBC-HS256"}
```

Encoding this JWE Protected Header as BASE64URL(UTF8(JWE Protected Header)) gives this value:

```
eyJhbGciOiJBMTI4S1ciLCJlbmMiOiJBMTI4Q0JDLUhTMjU2In0
```

A.3.2. Content Encryption Key (CEK)

Generate a 256 bit random Content Encryption Key (CEK). In this example, the value is:

```
[4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206, 107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207]
```

A.3.3. Key Encryption

Encrypt the CEK with the shared symmetric key using the AES Key Wrap algorithm to produce the JWE Encrypted Key. This example uses the symmetric key represented in JSON Web Key [JWK] format below:

```
{"kty":"oct","k":"GawgguyGrWKav7AX4VKUg"}
```

The resulting JWE Encrypted Key value is:

```
```

Encoding this JWE Encrypted Key as BASE64URL(JWE Encrypted Key) gives this value:

```
6KB707dM9YTIgHtLvtgWQ8mKwboJW3of9locizkDTHzBC2I1rTi0Q
```

A.3.4. Initialization Vector

Generate a random 128 bit JWE Initialization Vector. In this example, the value is:

```
```
Encoding this JWE Initialization Vector as BASE64URL(JWE Initialization Vector) gives this value:

AxY8DctDaGlsbGljb3RoZQ

### A.3.5. Additional Authenticated Data

Let the Additional Authenticated Data encryption parameter be ASCII(BASE64URL(UTF8(JWE Protected Header))). This value is:

```
```

### A.3.6. Content Encryption

Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from this example are detailed in Appendix B. The resulting Ciphertext is:

```
```

The resulting Authentication Tag value is:

```
[83, 73, 191, 98, 104, 205, 211, 128, 201, 189, 199, 133, 32, 38, 194, 85]
```

Encoding this JWE Ciphertext as BASE64URL(JWE Ciphertext) gives this value:

KDlTtXchhZTGufMYm0YGS4HffxPSUrfmqCHXaI9wOGY

Encoding this JWE Authentication Tag as BASE64URL(JWE Authentication Tag) gives this value:

U0m_YmjN04DJvceFICbCVQ

### A.3.7. Complete Representation

Assemble the final representation: The Compact Serialization of this result is the string

```plaintext
BASE64URL(UTF8(JWE Protected Header)) || '.' || BASE64URL(JWE Encrypted Key) || '.' || BASE64URL(JWE Initialization Vector) || '.' || BASE64URL(JWE Ciphertext) || '.' || BASE64URL(JWE Authentication Tag).
```

The final result in this example (with line breaks for display purposes only) is:

```
eyJhbGciOiJBMITI4S1ciLCJlbmMiOiJBMITI4Q0JDLUhTMjU2In0.
6KB707dM9YTigHFLvtgWQ8mKwboJ3W3o9locizkDTHzBGC2IlrTioOQ.
AxY8DctDaGlsbGljb3RoZQ.
KDlTtXchhZTGufMYm0YGS4HffxPSUrfmqCHXaI9wOGY.
U0m_YmjN04DJvceFICbCVQ
```

### A.3.8. Validation


This example illustrates the process of creating a JWE with AES Key Wrap for key encryption and AES GCM for content encryption. These results can be used to validate JWE decryption implementations for these algorithms. Also, since both the AES Key Wrap and AES GCM computations are deterministic, the resulting JWE value will be the same for all encryptions performed using these inputs. Since the computation is reproducible, these results can also be used to validate JWE encryption implementations for these algorithms.

A.4. Example JWE using JWE JSON Serialization

This section contains an example using the JWE JSON Serialization. This example demonstrates the capability for encrypting the same plaintext to multiple recipients.

Two recipients are present in this example. The algorithm and key used for the first recipient are the same as that used in Appendix A.2. The algorithm and key used for the second recipient are the same as that used in Appendix A.3. The resulting JWE Encrypted Key values are therefore the same; those computations are not repeated here.

The Plaintext, the Content Encryption Key (CEK), Initialization Vector, and JWE Protected Header are shared by all recipients (which must be the case, since the Ciphertext and Authentication Tag are also shared).

A.4.1. JWE Per-Recipient Unprotected Headers

The first recipient uses the RSAES-PKCS1-V1_5 algorithm to encrypt the Content Encryption Key (CEK). The second uses AES Key Wrap to encrypt the CEK. Key ID values are supplied for both keys. The two per-recipient header values used to represent these algorithms and Key IDs are:

```
{"alg":"RSA1_5","kid":"2011-04-29"}
```

and

```
{"alg":"A128KW","kid":"7"}
```

A.4.2. JWE Protected Header

The Plaintext is encrypted using the AES_128_CBC_HMAC_SHA_256 algorithm to produce the common JWE Ciphertext and JWE Authentication Tag values. The JWE Protected Header value representing this is:

```
{"enc":"A128CBC-HS256"}
```

Encoding this JWE Protected Header as BASE64URL(UTF8(JWE Protected Header)) gives this value:

```
eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0
```

A.4.3. JWE Unprotected Header

This JWE uses the jku Header Parameter to reference a JWK Set. This is represented in the
This JWE uses the `jku` Header Parameter to reference a JWK Set. This is represented in the following JWE Unprotected Header value as:

```
{"jku":"https://server.example.com/keys.jwks"}
```

### A.4.4. Complete JWE Header Values

Combining the per-recipient, protected, and unprotected header values supplied, the JWE Header values used for the first and second recipient respectively are:

```
{"alg":"RSA1_5",
 "kid":"2011-04-29",
 "enc":"A128CBC-HS256",
 "jku":"https://server.example.com/keys.jwks"}
```

and

```
{"alg":"A128KW",
 "kid":"7",
 "enc":"A128CBC-HS256",
 "jku":"https://server.example.com/keys.jwks"}
```

### A.4.5. Additional Authenticated Data

Let the Additional Authenticated Data encryption parameter be ASCII(BASE64URL(UTF8(JWE Protected Header))). This value is:

```
```

### A.4.6. Content Encryption

Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from Appendix A.3 are detailed in Appendix B. The resulting Ciphertext is:

```
```

The resulting Authentication Tag value is:

```
[51, 63, 149, 60, 252, 148, 225, 25, 92, 185, 139, 245, 35, 2, 47, 207]
```

Encoding this JWE Ciphertext as BASE64URL(JWE Ciphertext) gives this value:

```
KDlTtXchhZTGufMYmOY6S4HffxPSUrfmqCHXaI9wOGY
```

Encoding this JWE Authentication Tag as BASE64URL(JWE Authentication Tag) gives this value:

```
Mz-VPPyU4R1cuYV1Iw1vzw
```
A.4.7. Complete JWE JSON Serialization Representation

The complete JSON Web Encryption JSON Serialization for these values is as follows (with line breaks for display purposes only):

```json
{"protected": "eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0", "unprotected": {"jku": "https://server.example.com/keys.jwks"}, "recipients": [{"alg": "RSA1_5", "encrypted_key": "UGhIOguC7iEvf_NPVaXsGMoL0mwvc1GylIKOK1nN94nHPoUtGRhWhw7Zx0-kFm1N3n8LE9XShH59_i8J0PH5ZZzyNfGy2xGdULU7sHNF6Gp2vPLgNZ__deLkx\nGHZ7PCHALuzoOegEI-8E66jX2E4zyJKx-YzZnITRzC5h1Rirb6Y5C1_p-ko3\nYvkkysZIFNPccxRU7qveiWPxqbb2Yw8kZqa2rMWt5ng0tvz1V7elprcBuuPh\ncCdZ6xDPO_F8rkXds2e4X-nc0IM8hAYHHi29NX0mcK1RaD0-D-ljQTP-cFPG\nWPc6X-nZz90HBv-B3oWh2TbqmScqXMR4gp_A"}, {"alg": "A128KW"}, "encrypted_key": "6KB707dM9YTlgtLtvgWQ8mKwboJW3of9locizKDTHzBC2IrlTioOQ"}], "iv": "AxY8DctDaGlsbGljb3RoZQ", "ciphertext": "KDJlTzchZTGufMYm0YGS4hffxPSUrfmqCHXaI9wOGY", "tag": "Mz-VPPyU4RlcuYvI1iw7vw"}
```

Appendix B. Example AES_128_CBC_HMAC_SHA_256 Computation

This example shows the steps in the AES_128_CBC_HMAC_SHA_256 authenticated encryption computation using the values from the example in Appendix A.3. As described where this algorithm is defined in Sections 4.8 and 4.8.3 of JWA, the AES_CBC_HMAC_SHA2 family of algorithms are implemented using Advanced Encryption Standard (AES) in Cipher Block Chaining (CBC) mode with PKCS #5 padding to perform the encryption and an HMAC SHA-2 function to perform the integrity calculation - in this case, HMAC SHA-256.

B.1. Extract MAC_KEY and ENC_KEY from Key

The 256 bit AES_128_CBC_HMAC_SHA_256 key K used in this example is:

[4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206, 107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207]

Use the first 128 bits of this key as the HMAC SHA-256 key MAC_KEY, which is:

[4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206]

Use the last 128 bits of this key as the AES CBC key ENC_KEY, which is:

[107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207]

Note that the MAC key comes before the encryption key in the input key K; this is in the opposite order of the algorithm names in the identifiers "AES_128_CBC_HMAC_SHA_256" and A128CBC-HS256.
B.2. Encrypt Plaintext to Create Ciphertext

Encrypt the Plaintext with AES in Cipher Block Chaining (CBC) mode using PKCS #5 padding using the ENC_KEY above. The Plaintext in this example is:

```
```

The encryption result is as follows, which is the Ciphertext output:

```
```

B.3. 64 Bit Big Endian Representation of AAD Length

The Additional Authenticated Data (AAD) in this example is:

```
```

This AAD is 51 bytes long, which is 408 bits long. The octet string AL, which is the number of bits in AAD expressed as a big endian 64 bit unsigned integer is:

```
[0, 0, 0, 0, 0, 0, 1, 152]
```

B.4. Initialization Vector Value

The Initialization Vector value used in this example is:

```
```

B.5. Create Input to HMAC Computation

Concatenate the AAD, the Initialization Vector, the Ciphertext, and the AL value. The result of this concatenation is:

```
```

B.6. Compute HMAC Value

Compute the HMAC SHA-256 of the concatenated value above. This result M is:

```
[83, 73, 191, 98, 104, 205, 211, 128, 201, 189, 199, 133, 32, 38, 194, 85, 9, 84, 229, 201, 219, 135, 44, 252, 145, 102, 179, 140, 105, 86, 229, 116]
```

B.7. Truncate HMAC Value to Create Authentication Tag

Use the first half (128 bits) of the HMAC output M as the Authentication Tag output T. This truncated value is:
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